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Styles of Specification
examples middle refinements
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stutter [] => [] stutter :: xs: List a - {List a | len v == 2 x len xs}
[1] => [1,1] Base ”
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what is the problem?
filter :: (a - Bool) - [a] - [a]

examples refinements
filter isEven [] => [] filter isOdd [] => [] filter :: pred: (x:a -~ {Bool|pred x}) -
[1] => [] [1] => [1] xs: [a] » {[a | pred v]} xs: [a|pred v] - {[a]l | v == xsl}
[2,1] => [2] [2,1] => [1]
[3,2,1] => [2] [3,2,1] => [3,1] filter pred xs = Nil filter pred xs = xs
[4,3,2,1] => [4,2] [4,3,2,1] => [3,1]
Verbose! Not expressive enough!
partial refinements
filter :: pred:(x:a - {Bool|pred x}) -
[x:{a|-pred v},
. — XS. I V] - - ==
(xs: [a] - {[a]pred vI}) N (xs: la|pred v] N y:{a| pred v}] = tlallv==y}

{[a] |[v==xs})

Predicate positive values '
P Trace-complete example Polymorphic Example
how, efficiently? filter pred xs =
match xs of
1 - . 2 Nil - Nil
Worlds Round trip type checking Cons y ys - if (pred y)
Split worlds per intersection Searching for an app then (Cons y (filter pred ys))
| F—2222 1t+ 1 else (filter pred ys)
filter pred xs = A
match xs of u
Nil - 77 . -
Cons y ys -» (27)::11NnT>2 \y What S next?
v
- Type Negation

// x Mixed Abstract / Concrete
filter ::

Attempt Terms for 11 Terms for 11 filter pred pred: (x:a - {Bool | pred x}) -
1. var ?? = var 77 [a] pred vl - {[al|v == xs} N Condition Abduction
2. match 22 =27 27 ~lal pred vl ~ laf pred v from intersections
Only 2 partial specs!
Rule selected must match per ste Gather subtype constraints Synthesize outside of
PErStep as Horn Clauses trace-complete examples
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